**Лекція 3.** **Покажчики та масиви. Клас Вектор.**

**Використання масивів**

Опис масивiв у програмі відрізняється від опису простої змінної наявністю після імені квадратних дужок **«[ ]»**, в яких задається кількість елементів масиву (розмірність).

**У мові C++ нумерація елементів масиву починається з 0.**

**<тип> <ім’я> [n];**

**<тип> <ім’я> [n] = {значення};**

**<тип> <ім’я> [  ] = {значення}; /\*** масив відразу, можна не вказувати його розмір \*/

Приклад:

**float m [6];  
float m [6] = {3.4, 4.5, 5.6, 6.7, 8.9, 10.3};  
float m [  ] = {3.45, 4.56, 5.67, 6.78);**

* Надалі кількість елементів змінити неможливо.
* Для того щоб обнулити елементи оголошеного масиву, достатньо ініціювати його перший елемент: **int mas[0]={0};**.
* За замовчуванням, якщо в оголошеному масиві ініціюється тільки декілька перших елементів, то його інші елементи ініціюються нулями. Так, у випадку, коли **float mas[10]= {2.2,34.56};**, останні вісім елементів масиву одержать значення **0**.

#include <iostream.h>

#include <math.h>

int main ( )

{ const int n = 7;

float x[n], y, a(10.5);

int i;

a= 10.5;

for (i = 0;i< n;i++)

{

cin >> x[i]; //введення значення

y = a \* x[i] \* x[i] - sin(x[i]);

cout << " x[" <<i<<"] ="<<x[i]<<" y = " << y << endl;

}

system("pause");

return(0);

}

Часто застосовуються багатовимірні масиви. У них позиція елемента визначається записом декількох індексів. Найбільш розповсюджені **двовимірні масиви** або матриці.

Двовимірний масив є списком одновимірних масивів. Наприклад, для оголошення двовимірного  масиву цілочисельних значень розміром 10×20 з іменем num, необхідно записати:

int num[10][20];

У мові програмування C++ кожна розмірність записується у власній парі квадратних дужок.

Щоб отримати доступ до елемента  масива num 3×5, потрібно використовувати запис num[3][5].

На рис. 1 зображено двовимірний масив 8х8 елементів.
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Рисунок 1 Представлення двовимірного  масиву

Масив задається або списком елементів у тому порядку, и якому вони розташовані у пам’яті, або подається як масив масивів, кожний з яких поміщається в свої фігурні дужки**«{}»**. При оголошенні і одночасному ініціюванні багатовимірних масивів можна опускати кількість індексів тільки першого виміру. Якщо ініціювання не здійснюється під час оголошення масиву, то кількість індексів треба вказувати явно.

**Для здійснення введення-виведення, а також для обробки елементів двовимірного масиву у програмі слід передбачати організацію двох циклів**: один — для завдання значень індексу рядків, другий — індексу стовпців.

#include <iostream.h>

main()

{

const int n = 3, m = 4;

float M [n][m], z = 10;

int i, j;

cout << "\*\*\*\* Vvod matrix " << endl;

for (i = 0; i<n; i++)

for (j = 0; j<m; j++)

{ cout << " M [" << i << "]" << "[" << j << "]=";

cin >> M [i][j];

M [i][j] += z; // M [i][j]= M [i][j] + z;

}

cout << "\n\n\*\*\*\*\* Rezult matrix: ";

for (i = 0; i < n; i++)

{ cout << endl;

for (j = 0; j < m; j++)

cout << M [i][j] << " ";}

system("pause");

}

У програмі при описі матриці **float M[n][m];** вказується діапазон змiни двох iндексiв, перший з яких призначений для iндексування рядків **(і)**, другий — для індексування стовпців **(j)**. Введення, обробка і виведення елементів матриці здійснюються за допомогою двох циклів, один з яких є вкладеним в іншій. Це дозволяє при кожному значенні змінної **і**перебирати всі значення змінної **j**.

**Покажчики та масиви.**

**Покажчики** — це змінні, котрі містять адресу пам’яті, розподіленої для об’єкта відповідного типу. При оголошенні змінної-покажчика слід вказати тип даних, адресу яких буде містити змінна, та ім’я покажчика з символом «\*».

Загальний формат опису покажчика має вигляд:

**тип \*ім’я;**

де **тип** — тип значень, на який вказує покажчик;  
**ім’я** — ім’я змінної-покажчика;  
«\*» — операція над типом, що читається «покажчик на тип».

Наприклад:

**int \*рn** – покажчик на ціле значення;  
**float \*pf1, \*pf2;** — два покажчики на дійсні значення.

Покажчики не прив’язують дані до якого-небудь визначеного імені змінної і можуть містити адреси будь-якого неіменованого значення. Існує адресна константа **NULL**, що означає порожню адресу.

Мова C++ налічує лише дві операції, які стосуються адрес змінних, а саме:

**«&»** — **операція взяття адреси** («адреса значення»);

**«\*»** — **операція розіменування** («значення за адресою»).

Операція взяття адреси **«&»** застосовується разом зі змінною і повертає адресу цієї змінної. Операція розіменування «\*» використовується разом з покажчиками і бере значення, на яке вказує змінна-покажчик, розташована безпосередньо після символу «\*».

Оголошення покажчиків можна здійснити одним з таких способів:

**<тип> \*ptr;**  
**<тип> \*ptr = <змінна-покажчик>;**  
**<тип> \*ptr = &<ім’я змінної>;.**

Наприклад:  
**int \*ptx, b; float у;** — оголошені змінна-покажчик **ptx** та змінні **b і у**;

**float \*sp = &у;** — покажчику **sp** присвоюється адреса змінної **у**;

**float \*р = sp;** — покажчику **р** присвоюється значення (адреса значення), яке міститься в змінній **sp**, тобто адреса змінної **у**.

При оголошенні покажчиків символ «\*» може знаходитися перед ім’ям покажчика або відразу після оголошення типу покажчика і поширювати свою дію тільки на одну змінну-покажчик, перед якою він записаний:

**long \*pt;   long\*Uk;   int \*ki, x, h;** — оголошення описів.

За потреби для опису покажчика на комірку довільного типу замість ідентифікатора типу записується слово **void**, а саме:

**void \*р, \*pt;** — опис двох покажчиків на довільний тип даних.

**Перед використанням покажчика у програмі його обов’язково необхідно ініціювати**, іншими словами, необхідно присвоїти адресу якого-небудь даного, інакше можуть бути непередбачені результати.

Для одержання доступу до значення змінної, адреса якої зберігається в покажчику, досить у відповідному операторі програми записати ім’я покажчика з символом «\*» — здійснити операцію розіменування.

Розглянемо фрагмент програми з поясненнями:

**int \*р, \*р1;** — оголошені два покажчики на комірку пам’яті типу

**int х = 12, у = 5, m[7];** — оголошені змінні **х**, **у** і масив **m**, змінні ініційовані;

**р = &у;**     // р (&у); — покажчику **р** присвоєна адреса змінної **у**.

**cout << “Адреса р ” << р << “Значення за цією адресою = ” << \*р; ,**

Виведеться адреса комірки пам’яті, де записана змінна **у** і значення цієї змінної (**тобто 5**).

Використовуючи запис **х = \*р;**, одержимо **х = 5** тому, що **\*р = у = 5;**.

Змінити величину змінної **у** можна так:

**у = 10;**         // \*р= 10;  
**\*р = \*р+5;**    //у +=5;.

Остання операція означає збільшення значення змінної цілого типу на **5**, тобто **у= 15**.

При ініціюванні покажчиків їм можна присвоювати або адресу об’єкта (змінної), або адресу конкретного місця пам’яті (масиву), або число 0 (нуль), а саме:

**int \*pt = (char \*) 0x00147;** — присвоюється адреса комірки;

**int \*arrpt = new int [10];** — визначається початкова адреса розміщення динамічного масиву;

**char \*р = 0;** — здійснюється ініціювання нулем.

Попередні відомості про динамічні масиви:

В основній пам’яті дані можуть зберігатися двома способами

* пам’ять виділяється або в сегменті стека і залишається закріпленою до завершення виконання конкретної функції, або виділяється в сегменті даних на весь час виконання програми;
* пам’ять виділяється в міру потреби (динамічне виділення  пам’яті).

**Динамічна пам’ять** — це вільна пам’ять, у якій під час ви­конання програми можна виділяти місце залежно від потреб користувача. **Доступ до виділених ділянок динамічної пам’я­ті, що називаються динамічними змінними, здійснюєть­ся** **тільки через покажчики.** Час існування динамічних змін­них — від початку створення до кінця програми або до явного звільнення пам’яті.

Загальна форма запису оператора **new**:

**змінна-покажчик = new тип змінної;.**

Оператор **delete** має вигляд:

**delete [ ] змінна-покажчик;** .

Оскільки покажчики — це спеціальні змінні, то в операціях з іншими покажчиками вони можуть використовуватися без символу «\*», тобто без розкриття посилання, наприклад:

**float \*pt1, \*pt2, х=15, m[5];**

**pt1 = &x;**

**pt2 = pt1;**

**pt1 = m**;         //pt1 = &m[0];

де **m** — ім’я масиву, що розглядається як спеціальний покажчик-константа.

***Приклад***

**#include <iostream.h>**

**#include <Windows.h>**

**using namespace std;**

**int main ( )**

**{ system("color F0");**

**int x = 10;**

**int \*px (&x); // int \*px = &x;**

**cout << "x =" << x << endl;**

**cout << "\*px =" << \*px << endl;**

**x \*= 2; //x=x\*2;**

**cout << "New value \*px = " << \*px << endl;\***

**px += 2; // \*px=\*px + 2;**

**cout << "Result \*px, Or x = " << x << endl;**

**system("pause"); //затримка екрану**

**}**

Результат виконання програми:  
![](data:image/png;base64,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)

Для змінної-покажчика існує своя адреса і тому будуть доцільними записи:

**int \*pt1, \*pt2;**

**pt1 = (int\*) &pt2;** — покажчику **pt1** присвоюється адреса пам’ятi де розташована змінна **pt2**.

**Обмеження на застосування операції взяття адреси**:

* не можна визначати адресу літеральної константи (оскільки для неї не виділяється комірка пам’яті), тобто такий запис, як **vp = &345;** — неприпустимий;
* не можна визначати адресу результату арифметичного виразу, тобто запис **vp = &(x + y);** теж неприпустимий.

**Дозволені операції для змінних-покажчиків:**

* операція розіменування «\*»;
* операція взяття адреси «&»;
* операція присвоювання «=»;
* операції інкремент «++» і декремент « –-»;
* операції додавання «+» і віднімання «-»;
* операції відношення (порівняння) покажчиків однакового типу: «==», «!=», «<», «<=», «>», «>=».

У мові C++ масиви і покажчики зв’язані між собою: ***ім’я масиву визначається як покажчик-константа на початковий (нульовий)елемент масиву.*** Так, наприклад, при оголошенні одновимірного масиву у вигляді **int mas [20];** його ім’я **mas** – покажчик на адресу початкового елемента масиву **&mas[0]**.

Існує два способи доступу до елементів масиву:

* з використанням індексу елемента масиву, наприклад, **mas[2]** або **mas[i];**
* з використанням адресного виразу, тобто виразу з покажчиком на масив, наприклад, **\*(mas + 2)** або **\*(mas + і)**.

Ім’я покажчика на масив можна записати так:

**int mas [20];**  
**int \*ptr1;**  
**ptr1 = mas;**      *//ptr1* *= &mas[0];,*

тут вирази **&mas[0] і mas** — еквівалентні.

Оскільки в комп’ютері для масивів завжди є суцільний блок комірок пам’яті, в яких розташовуються їх елементи, то адресу наступного елемента **mas[1]** можна вказати шляхом збільшення покажчика на **1**, а саме:

**р = &mas[0];**

**р++;** *//р=р  + 1;*

Таким чином, адреса **і**-го елемента визначається як **р + і**. При цьому з урахуванням типу масиву і відведеної кількості байтів для кожного його елемента автоматично виконується операція збiльшення адреси, тобто:

**адреса х[і] = адреса х[0] + i\*sizeof (тип);** .

***Для покажчиків, які посилаються на елементи масивів різних типів, результат арифметичних операцій і операцій відношення невизначений.***

До двох покажчиків **р1 і р2**, що вказують на елементи одного масиву, застосовують операції відношення: «==», «!=», «<», «<=», «>», «>=». При цьому значення покажчиків розглядаються як цілі числа, а результат порівняння дорівнює **0** ( »неправда») або **1** («істина»). Так, відношення вигляду **р1<р2** є «істина», якщо **р1** указує на більш ранній елемент, ніж **р2**. Будь-який покажчик можна порівняти з нулем.

В арифметиці з покажчиками можна використовувати адресу неіснуючого «наступного за масивом» елемента. До покажчиків можна додавати або віднімати від них цілу величину.

В обох випадках результатом операції буде покажчик на вихідний тип, значення якого на вказане число елементів більше або менше вихідного. Тобто, якщо до покажчика **р** можна додати деяку цілу величину **n**, а саме: **р + n**, то цей вираз визначає ділянку об’єкта, що займає **n**-не місце після об’єкта, на який вказує **р**, при цьому **n** автоматично збільшується на коефіцієнт, що дорівнює відповідній довжині об’єкта. Наприклад, якщо **int** займає 4 байти, то цей коефіцієнт дорівнює чотирьом.

Допускається також операція віднімання покажчиків, що вказують на елементи одного масиву. Так, якщо **р1 < р2**, то **р2 – р1 + 1** — це число елементів масиву від **р1** до **р2** включно.

***Приклад.*** Обчислити середнє значення додатних елементів одновимірного масиву. перший варіант

*/\* обчислення середнього значення додатних елементів масиву \*/*

*//---------------- програма без використання покажчиків*

**#include <iostream.h>**

**main( )**

**{ const int n = 10;**

**float mas[n], s = 0;**

**int i, kol = 0;**

**cout << "Введення масиву " << endl;**

**for(i =0; і < n; i++)     cin >> mas[i];**

**for(i =0; і < n; i++)**

**if (mas[i] > 0)**

**{ s += mas[i];** *//накопичення підсумку*

**kol++;** **}** *//підрахунок додатних елементів*

**cout.precision(3) ;**

**cout << "Середн. арифм. додат. елементів = " << s/kol << endl;**

**system("pause");**   *//затримка екрану виведення результату*

**}**

Результати виконання програми:  
**Введення масиву**  
**1.56 -4.78 6.5 7.89 -3.6 9.45 7.4 -8.43 9.3 -10.2**  
**Середн. арифм. додат. елементів = 7.02**

Використовуючи ім’я масиву як покажчик на початок масиву (перший елемент), можна навести другий варіант програми:

**#indude <iostream.h>**

**main ( )**

**{ const int n = 10;**

**float mas[n], s;**

**int i, kol = 0;**

**s = 0;**

**for (i =0; i < n; i++)**

**{ cin >> \*(mas+i);**

**if (\*(mas+i) > 0)**

**{ s += \*(mas+i);**

**kol++; }**

**}**

**cout.precision(3);**

**cout <<"\n Середн. арифм. додат. елементів = " << s/kol << endl;**

**system("pause");**

**}**

Якщо описати покажчик і зв’язати його з масивом (адресувати на початок масиву), то з використанням арифметики покажчиків можна написати третій варіант цієї програми.

*// використання арифметики покажчиків*

**#include <iostream.h>**

**main ( )**

**{ const int n = 10;**

**int і, kol(0);**

**float mas[n], s(0);**

**float \*pm = mas;**         *//pm= &mas[0];*

**for (i =0; i < n; i++)**

**{ cout << "Введите " << i << "елемент mas" << endl;**

**cin >> \*pm++;**

**cout << mas[i] << endl;**

**if (mas[i] >0)**

**{ s += mas[i];**

**kol++; }**

**}**

**cout.precision(3);**

**cout << "\n Середн. арифм. додат. елементів = " << s/kol << endl;**

**system("pause");**

**}**

У цій програмі для введення масиву застосований покажчик **\*рm**, а для роботи з масивом — ім’я масиву з індексом.

В останньому випадку використання покажчика **\*рm** призвело б до помилкового результату, оскільки цей покажчик в операціях введення збільшує свою адресу **(рm++)** після введення чергового елемента масиву і надалі вказує на ще не введений елемент.

Четвертий варіантпрограмної реалізації прикладу:

*// використання покажчиків*

**#include <iostream.h>**

**main ( )**

**{ const int n = 10;**

**float mas[n], s = 0;**

**float \*pm = &mas[0];**  *//pm \*= &mas[0];*

**int i, kol = 0;**

**for (i = 0; i < n; i++)**

**{ cout << " Введите " << i << "елемент mas" << endl;**

**cin >> \*pm;**

**if (\*pm >0)**

**{ s += \*pm;**

**kol++;**

**pm++; }**

**}**

**cout.precision(3);**

**cout << ”\n Середн. арифм. додат. елементів = " << s/kol << endl;**

**system("pause");**

**}**

**Клас Вектор**

##### Загальні відомості про клас vector. Огляд методів класу

Клас vector представляє собою динамічний масив, розмір якого у програмі може змінюватись при необхідності. Цей клас є одним з найбільш універсальних та поширених у використанні при написанні програм на C++. Доступ до елементів класу здійснюється як до звичайного масиву з допомогою квадратних дужок **[ ]**.

Клас vector використовує послідовне збереження елементів у пам'яті, що дозволяє виконувати арифметичні дії над вказівниками для доступу до його елементів. Також, vector має власний вбудований клас ітераторів вільного доступу, над якими користувач може виконувати операції і які за функціоналом подібні до звичайних вказівників.

Для оптимізації використання пам’яті, клас vector містить механізм резервного додаткового виділення пам’яті, який дозволяє скоротити витрати на повторне виділення пам’яті для нових об'єктів. Тобто, клас vector, самостійно виділяє більше пам’яті ніж потрібно, щоб забезпечити швидку вставку елементів у кінець послідовності. Об’єм резервної пам’яті можна контролювати за допомогою спеціальної функції reserve, яка також дозволяє заздалегідь виділити необхідну пам’ять для усіх об’єктів вектора.

По суті діла, vector - це клас подібний на масив, який самостійно управляє пам’яттю, що звільняє програміста від рутинної роботи над виділенням пам’яті, її звільненням, переміщенням елементів і т.д.

Щоб використовувати методи та константи масиву типу vector потрібно підключити заголовок <vector> та простір імен std

#include <vector>

using namespace std;

Шаблонна специфікація класу vector має наступний вигляд:

template <class T, class Allocator = allocator<T> > class vector

тут

T – тип елементів масиву. Це може бути будь-який базовий тип (int, float, char тощо) або тип, розроблений користувачем;

Allocator – назва класу, який забезпечує розподіл пам’яті.

Методи класу vector можна умовно розбити на 3 групи:

**1. Методи, що визначають та змінюють загальні характеристики масиву.**

1.1. Метод size(). Визначити розмір вектору

1.2. Метод max\_size(). Максимально-допустимий розмір масиву

1.3. Метод capacity(). Визначити розмір масиву з врахуванням зарезервованої пам’яті

1.4. Метод empty(). Визначити, чи пустий вектор

1.5. Метод shrink\_to\_fit(). Вирівняти розмір масиву з врахуванням зарезервованої пам’яті за фактичним розміром масиву

1.6. Метод reserve(). Зарезервувати пам’ять для додаткових елементів масиву

1.7. Метод resize(). Змінити розмір масиву

**2. Методи, що модифікують (змінюють) дані в масиві**

2.1. Метод push\_back(). Додати елемент в кінець вектору

2.2. Метод pop\_back(). Видалити останній елемент вектору

2.3. Метод clear(). Видаляє з масиву всі елементи

2.4. Метод swap(). Обмін місцями двох векторів

2.5. Присвоєння масивів. Перевантажений оператор **=**

2.6. Метод erase(). Видалити елемент або ряд елементів заданого діапазону

2.7. Метод insert(). Вставляє елемент або групу елементів у вектор

2.7.1. Вставка списку ініціалізації у вектор

2.7.2. Вставка елементу задану кількість разів у задану позицію

2.7.3. Вставка одиночного елементу у задану позицію

2.7.4. Вставка декількох елементів з заданого діапазону

2.8. Метод assign(). Утворити масив з існуючих даних

**3. Методи, що забезпечують доступ до елементів масиву**

3.1 Метод at(). Отримати елемент вектору за його позицією (індексом)

3.2. Метод front(). Повертає посилання на перший елемент вектору

3.3. Метод back(). Повертає посилання на останній елемент вектору

3.4. Метод data(). Отримати покажчик на вектор

3.5. Метод begin(). Повернути ітератор, що вказує на перший елемент вектору

3.6. Метод end(). Повернути ітератор, що вказує на останній елемент масиву

3.7. Методи cbegin(), cend(). Отримати константний ітератор на початок та кінець масиву

3.8. Методи rbegin(), rend(). Доступ до елементів масиву з допомогою реверсного ітератора

3.9. Методи crbegin(), crend(). Встановити на початок та кінець масиву константний реверсний ітератор

##### Створення динамічного масиву типу vector. Конструктори. Приклад

Для створення масиву у класі vector оголошується ряд конструкторів. Нижче наведено найбільш поширені з них.

Щоб створити пустий масив використовується конструктор

explicit vector(const Allocator &a = Allocator());

Щоб створити масив, який містить num елементів зі значенням val, використовується конструктор

explicit vector(size\_t num, const T &val = T(),

const Allocator &a = Allocator());

Щоб створити масив на основі іншого масиву ob, потрібно використати конструктор

vector(const vector<T, Allocator> &ob);

Щоб створити масив на основі діапазону на який вказують ітератори start та end, використовується наступний конструктор

template <class InIter> vector<InIter start, InIter end,

const Allocator &a = Allocator());

**Приклад**. У прикладі створюються різні масиви типу vector.

#include <vector>

using namespace std;

...

// 1. Створити вектор з 10 чисел типу int

vector<int> A1(10);

// 2. Створити пустий вектор, елементи якого мають тип char

vector<char> A2;

// 3. Створити вектор з 5 чисел типу double,

// записати у вектор значення 1.0

vector<double> A3(5, 1.0);

// 4. На основі вектору A3 створити новий вектор A4

vector<double> A4(A3);

// 5. Створити вектор на основі ітераторів, які вказують на

//     елементи вектору A4 з індексами від 0 до 1.

vector<double>::iterator start, end; // оголосити ітератори

start = A4.begin();   // встановити перший ітератор на позицію 0

end = A4.begin() + 2; // другий ітератор в позиції 2 (позиція після 1)

vector<double> A5(start, end); // створити вектор

...

##### Способи доступу до елементів вектору. Індексування [ ]

Після створення вектору, можна отримувати доступ до його елементів одним з наступних способів:

* з допомогою операції індексування **[ ]**, як у випадку зі звичайним масивом;
* з допомогою ітератора;
* з допомогою методу at().

Приклади доступу до елементів вектора.

#include <vector>

using namespace std;

...

// 1. Доступ до вектора з допомогою індексатора []

// 1.1. Створити вектор з 5 чисел типу int

vector<int> A1(5);

// 1.2. Записати у вектор значення [ 1, 2, 3, 4, 5 ]

for (int i = 0; i < A1.size(); i++)

A1[i] = i + 1;

// 1.3. Вивести вектор на екран

for (int i = 0; i < A1.size(); i++)

cout << A1[i] << " ";

cout << endl;

// 2. Доступ до елементів вектору з допомогою ітераторів

// 2.1. Створити вектор з 5 чисел типу float

vector<float> A2(5);

// 2.2. Оголосити ітератор на вектор типу float

vector<float>::iterator p;

// 2.3. Записати у вектор числа [ 1.1, 2.2, 3.3, 4.4, 5.5 ]

//      з допомогою ітератора

p = A2.begin();

int i = 0;

while (p != A2.end())

{

\*p = (float)((i + 1) + (i + 1) \* 0.1);

p++;

i++;

}

// 2.4. Вивести вектор з допомогою ітератора

p = A2.begin();

while (p != A2.end())

{

cout << \*p << " ";

p++;

}

cout << endl;

// 3. Доступ до елементів вектору з допомогою методу at()

// Метод at() - отримати елемент вектору за його позицією

vector<double> A3(5); // Створити масив з 5 елементів типу double

// Заповнити довільними значеннями

A3.at(0) = 2.8; // A3[0] = 2.8;

A3.at(1) = 3.3; // A3[1] = 3.3;

**Типові помилки програмування**

1. Приклад. Різниця між сьомим елементом масиву та елементом масиву сім. Оскільки нумерація масиву починається з нуля, то сьомий елемент масиву буде мати індекс 6. Елемент масиву 7 насправді є восьмим елементом.

Часто про це забувають, що викликає помилки.

2. Елементам масиву можна присвоювати початкові значення. Наприклад, **float m [6] = {3.4, 4.5, 5.6, 6.7, 8.9, 10.3};**

Якщо початкових значень в списку ініціалізації менше ніж елементів масиву, решта автоматично заповнюється нульовими значеннями. Автоматично нульові значення елементам масиву не присвоюються. Для заповнення масиву нульовими значеннями потрібно це значення присвоїти першому елементу масиву. Якщо потрібна ініціалізація і про це забувають, то це стає джерелом помилки.

3. Завдання в списку ініціалізації більшої кількості елементів ніж розмір масиву є синтаксичною помилкою.

4. Масив може бути оголошений як константа. Наприклад:

**const float m [6];**

Значення такому масиву присвоюють при оголошенні. Присвоювання значень в операторі під час виконання є синтаксичною помилкою.

5. Завершення директиви препроцесора **#include** крапкою з комою – директиви препроцесора не є операторами С++.

6. Посилання на елемент за межами масиву. Ефекти щодо таких посилань залежать від системи.

7. Оголошення

**char string2[20];**

створює символьний масив для 19 елементів, останній елемент - '\**0'** позначає кінець тексту. Оператор

**cin >> string2;**

зчитує рядок з клавіатури до  **string2**.

Недостатній розмір масиву, до якого вводиться символьний рядок, може привести до втрати даних в програмі та до інших помилок.

8. Помилковим є вважати, що елементи локального масиву **static,** в функції отримують нульові значення при кожному виклику функції.

9. Операція \* не поширюється на всі змінні в оголошенні. Кожний покажчик повинен оголошуватися окремо.

10. Разіменування покажчика, який не був правильно ініціалізований або якому не присвоєно значення, що вказує конкретне місце в пам’яті може викликати невиправну помилку виконання або неочікуваним чином змінити дані, що приведе до неправильних результатів.

**Техніка програмування**

1. Визначення розміру масиву через іменовану константу робить програму більш маштабованою.

**const arraySize=10;**

**float m [arraySize];**

**Хороший стиль програмування**

1. Намагайтеся програмувати зрозуміло. Інколи краще пожертвувати більш високої ефективності використання пам’яті або процесорного часу задля більшої зрозумілості програми. Але до цього процесу потрібно підходити зважено, інколи ефективність більш важлива ніж зрозумілість. В цьому випадку потрібно пам’ятати про важливість коментарів.

2. При використанні циклів з масивом індекс масиву не повинен бути меншим за нуль і повинен бути меншим за кількість елементів масиву.

3. В програмі повинна забезпечуватися правильність всіх значень, що вводяться, для унеможливлення впливу помилкової інформації на результати обчислення.

4. Хоч це і не обов’язково, доцільно в імена змінних покажчиків додавати символи Ptr.

5. Покажчики повинні інціалізуватися або при оголошенні або за допомогою оператора присвоювання. Покажчик може отримувати значення NULL, 0 або адресу. Для унеможливлення непередбачуваних результатів покажчикам потрібно присвоювати початкові значення.

6. Існує негласна домовленість, що імена змінних повинні починатися з маленької літери, а слова в середині імені з великої, наприклад, **arraySize.**

**7.** Імена змінних повинні бути короткими та наочними. Уникайте імен, які не мають сенсу.

***Контрольні запитання для самоперевірки***.

1. Яким чином задається масив?
2. Як здійснюється введення-виведення двовимірних масивів?
3. Що таке покажчик і як він пов’язаний з адресом?
4. Які існують обмеження на операції взяття адреси?
5. Які операції можуть застосовуватися до змінних-покажчиків?
6. Які типові помилки програмування виникають при роботі з масивами?

**Для самостійного вивчення** *(2 години)*: Вивчення лекційного матеріалу та додаткових джерел. Розгляд запитань і виконання завдань для самостійної роботи, запропонованих на лекції.
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